INFORMATION & COMPUTER SCIENCE DEPARTMENT

ICS 102 - Introduction to Computing

LAB#14 2-D Arrays

# Objectives:

To gain experience with:

* Declaring, creating and accessing 2D-arrays
* Manipulating 2D-arrays.
* Rugged 2D-arrays.
* Passing and returning 2D-array references to methods.

# 1. Brief Review of 2-D Arrays

**Why 2D-arrays?**

A 2D-array is used to store information that would otherwise require several 1D-arrays to store. For example, assume you have a table of student grades in 5 quizes as follows

**This table can be stored as:**

1. five 1D arrays, each represents a column,
2. six 1D arrays, each represents a row,
3. or one 2D array, in which the position of each element is determined by its row and column

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **ID** |  | **quiz1** | **quiz2** | **quiz3** | **quiz4** | **quiz5** |
| 900000 |  | 50.5 | 40.0 | 60.0 | 0.0 | 55.0 |
| 920000 |  | 70.0 | 60.0 | 75.0 | 90.0 | 66.5 |
| 930520 |  | 65.0 | 70.0 | 65.0 | 80.0 | 78.0 |
| 940000 |  | 80.0 | 90.0 | 95.0 | 85.0 | 100.0 |
| 953478 |  | 40.0 | 30.0 | 50.0 | 55.0 | 45.0 |
| 972893 |  | 60.0 | 50.0 | 39.0 | 70.0 | 55.9 |

The third solution (having a single entity representing 2D array) is more general and convenient for programmers dealing with data that are naturally organized in tables.

**Java 2D-array:**

In Java, a table may be *conceptually* implemented as a 2D array. Each slot of the array is a variable that can hold a value and works like any variable. As with one-dimensional arrays, every slot in a 2D array is of the same type. The type can be a primitive type or an object reference type.

**Note:**

* Rows are numbered from 0 to N-1, where N is the number of rows
* Columns are numbered from 0 to M-1, where M is the number of columns.
* A 2D array with N rows and M columns will have N times M number of slots.
* However, it is possible for a 2D array to have different number of slots in each row.
* The **length** of a 2D array is the number of rows in the array.

**2. Declaring 2D-arrays:**

A 2D-array is an object, and a 2D-array object reference is declared as follows

**type[ ][ ] arrayName;**

**Declaring and creating 2D Array object Example1:**

int[][] grades;

The declaration declares a reference variable **grades** that is expected to hold a reference (i.e., the starting address) to a 2D-array of type int; the value of grades is null.

A 2D array object is created using the **new** operator as follows:

grades = new int[3][5];

creates an array object of **3 rows** and **5 columns**, and puts the reference in grades. All the elements of the array are initialized to zero. Of course, you can combine the declaration and the array instantiation in one statement as follows

int[][] grades = new int[3][5];

You can also achieve the same thing by using an initializer-list as follows:

int[][] grades = { {0,0,0,0,0}, {0,0,0,0,0}, {0,0,0,0,0} };

Using the initializer-list, you can initialize the array elements to any values you want as in the following example:

int[][] myArray = { {8,1,2,2,9}, {1,9,4,0,3}, {0,3,0,0,7} };

creates 2D array of 3 rows and 5 columns and initializes the elements to specified values.

**Declaring and creating 2D Array object Example2:**

|  |  |
| --- | --- |
| **double[][] array = new double[4][];** // declares a 2D array with 4 rows, the number of  // elements in each row may be the same or it may  // be different | |
| Same number of row elements | Different numberof row elements |
| **array[0] = new double[6];**  **array[1] = new double[6];**  **array[2] = new double[6];**  **array[3] = new double[6];** | **array[0] = new double[2];**  **array[1] = new double[4];**  **array[2] = new double[7];**  **array[3] = new double[5];** |

# Implementation of 2D Array

A two dimensional array is implemented (realized in the memory) as an array of one-dimensional arrays:

# Declaring and creating 2D Array object Example 3:

|  |  |
| --- | --- |
| **double[][] quiz;**  **quiz = new double[6][];**  **quiz[0] = new double[7];**  **quiz[1] = new double[7];**  **quiz[2] = new double[7];**  **quiz[3] = new double[7];**  **quiz[4] = new double[7];**  **quiz[5] = new double[7];** | **double[][] quiz = new double[6][];**  **for(int k = 0; k < quiz.length; k++)**  **quiz[k] = new double[7];** |
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It is obvious from the above declarations that each row of a 2-D array, quiz[i] is an independent 1-D array.

**Declaring rugged 2D-arrays**

Because each row in a 2-D array is an independent 1-D array, it follows that the rows of a 2-D array do not need to be of the same size. For example, if in the declaration of Example 3, we change the declaration of rows 0 and 4 as follows:

**quiz[0] = new double[3];**

**quiz[4] = new double[5];**

Then we have the following **rugged** array.
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**3. Accessing individual elements**

An individual element of a 2-D array can be accessed by specifying the index of row and column. For example

grades[2][4] = 95;

assigns the value 95 to the element in the third row and fifth column. The indexed (subscripted) variable can be used wherever an ordinary variable can be used.

## Example 1

The following program fragment prints out the elements of a 2D array row-wise:

int[][] grades={{20, 30, 40, 35},{10, 50, 55, 45},{60, 70, 40, 65}};

for(int i=0; i<3; i++){

for(int j=0; j<4; j++)

System.out.print(grades[i][j]+”\t”);

System.out.println();

}

the output is:

20 30 40 35

10 50 55 45

60 70 40 65

# Individual Rows of a 2D-array can be replaced

You can change any row in the array as in the following example, it creates a new 1D array then assign its reference to the first reference in the 2D array myArray:

int[] x = {1, 9, 4} ; // declare and inititializes x

myArray[0] = x ; // assign to myArray

Notice that the following assignment is wrong:

myArray[0] = {1, 9, 4} ; //Wrong

An initializer list can only be used to initialize an array, not to assign values to it during a run of a program.

# 3. 2D array manipulation

Example: Each of 4 students has taken 3 quizzes

double[][] quiz = {{2.0, 1.5, 1.7}, {0.5, 1.0, 0.0}, {2.0, 2.0, 2.0}, {1.2, 0.7, 1.0}};

|  |  |  |  |
| --- | --- | --- | --- |
|  | 0 | 1 | 2 |
| 0 | 2.0 | 1.5 | 1.7 |
| 1 | 0.5 | 1.0 | 0.0 |
| 2 | 2.0 | 2.0 | 2.0 |
| 3 | 1.2 | 0.7 | 1.0 |

* 1. To manipulate a single row, fix the row index and use a single column loop

Example: Find the total quiz score for student with row index 3

**int c, r;**

**double sum = 0;**

**for(c = 0; c < quiz[3].length; c++)**

**sum += quiz[3][c];**

**System.out.printf(“Total quiz score for student#3 = %.2f\n”, sum);**

* 1. To manipulate a single column, fix the column index and use a single row loop

Example: Find the average of quiz#0

**int c, r;**

**double sum = 0;**

**for(r = 0; r < quiz.length; r++)**

**sum += quiz[r][0];**

**System.out.printf(“Quiz#0 average = %.2f\n”, sum / 4);**

* 1. To manipulate each row, use nested loops in which the row loop is the outer loop

Example: Find the total quiz score for each student

**int c, r;**

**double sum;**

**for(r = 0; r < quiz.length; r++){**

**sum = 0;**

**for(c = 0; c < quiz[0].length; c++){**

**sum += quiz[r][c];**

**}**

**System.out.printf(“Total quiz score for student#%d = %.2f\n”, r, sum);**

**}**

Example: Read the quiz array row-wise:

**int c, r;**

**double [][] quiz = new double[4][3];**

**for( r = 0; r < quiz.length; r++ ){**

**for(c = 0; c < quiz[0].length; c++){**

**quiz[r][c] = scanner.nextDouble();**

**}**

**}**

**Suppose the input is:**

**5.0 2.0**

**3.0**

**4.0 1.0 3.5 2.5**

**1.5 6.0 5.5 7.0**

**8.0**

**The array quiz is initialized as:**

|  |  |  |  |
| --- | --- | --- | --- |
|  | 0 | 1 | 2 |
| 0 | 5.0 | 2.0 | 3.0 |
| 1 | 4.0 | 1.0 | 3.5 |
| 2 | 2.5 | 1.5 | 6.0 |
| 3 | 5.5 | 7.0 | 8.0 |

* 1. To manipulate each column, use nested loops in which the column loop is the outer loop

Example 01: Find the average of each quiz

**int c, r;**

**double sum;**

**for( c = 0; c < quiz[0].length; c++ ){**

**sum = 0;**

**for( r = 0; r < quiz.length; r++ ){**

**sum += quiz[r][c];**

**}**

**System.out.printf(“Quiz#%d average = %.2f\n”, c, sum / 4);**

**}**

Example 02: Read the quiz array column-wise:

**int c, r;**

**double[][] quiz = new double[4][3];**

**for(c = 0; c < quiz[0].length; c++){**

**for(r = 0; r < quiz.length; r++){**

**quiz[r][c] = scanner.nextDouble();**

**}**

**}**

**Suppose the input is:**

**5.0 2.0**

**3.0**

**4.0 1.0 3.5 2.5**

**1.5 6.0 5.5 7.0**

**8.0**

**The array quiz is initialized as:**

|  |  |  |  |
| --- | --- | --- | --- |
|  | 0 | 1 | 2 |
| 0 | 5.0 | 1.0 | 6.0 |
| 1 | 2.0 | 3.5 | 5.5 |
| 2 | 3.0 | 2.5 | 7.0 |
| 3 | 4.0 | 1.5 | 8.0 |

Example 03: Initialize a ragged 2D array column-wise:

**double[][] x = new double[5][];**

**x[0] = new double[2];**

**x[1] = new double[4];**

**x[2] = new double[1];**

**x[3] = new double[3];**

**x[4] = new double[2];**

**int c = 0,r = 0, count = 0, k = 0;**

**for(c = 0; c < 4; c++){ // 4 is the max number of columns**

**System.out.printf("Column %d: ",k++);**

**for(r= 0; r < x.length; r++){**

**if(c < x[r].length){**

**x[r][c] = count++;**

**System.out.print(x[r][c]+ " ");**

**}**

**}**

**System.out.println();**

**}**

The array **x** is initialized as:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | 0 | 1 | 2 | 3 |
| 0 | **0** | **5** |  |  |
| 1 | **1** | **6** | **9** | **11** |
| 2 | **2** |  |  |  |
| 3 | **3** | **7** | **10** |  |
| 4 | **4** | **8** |  |  |

Note: There are problems that can be solved by manipulating a 2D-array either row-wise or column-wise:

Examples:

* Find a maximum or minimum element.
* Find the sum or product of all elements in the array

**int c, r;**

**double sum = 0;**

**for( r = 0; r < quiz.length; r++ ){**

**for(c = 0; c < quiz[0].length; c++){**

**sum += quiz[r][c];**

**}**

**}**

**System.out.printf("Sum of all quiz grades = %.2f\n", sum);**

or:

**int c, r;**

**double sum = 0;**

**for(c = 0; c < quiz[0].length; c++){**

**for(r = 0; r < quiz.length; r++){**

**sum += quiz[r][c];**

**}**

**}**

**System.out.printf("Sum of all quiz grades = %.2f\n", sum);**

**4. Passing 2D array references to methods**

A 2D-array is passed to a method by using the array reference variable as an argument, the

corresponding parameter is declared as a reference to a two-dimensional array.

Example:

**import java.util.Scanner;**

**import java.util.InputMismatchException;**

**public class Sum2DArrays2 {**

**public static void main(String[] args) {**

**try{**

**int[][] matrix1, matrix2, matrix3;**

**matrix1 = readArray( );**

**matrix2 = readArray( );**

**matrix3 = addMatrix(matrix1, matrix2);**

**System.out.printf("%nThe sum of matrix1 and matrix2 is:%n");**

**displayArray(matrix3);**

**}catch(InputMismatchException | IllegalStateException |**

**IllegalArgumentException e){**

**System.out.println(e);**

**}**

**}**

**private static void displayArray(int[][] x){**

**// Display matrix x row-wise**

**for(int r = 0; r < x.length; r++){**

**for(int c = 0; c < x[r].length; c++){**

**System.out.printf("%3d ", x[r][c]);**

**}**

**System.out.printf("%n");**

**}**

**}**

**private static int[][] readArray( ){**

**Scanner scanner = new Scanner(System.in);**

**System.out.printf("Enter number of rows: ");**

**int numRows = scanner.nextInt();**

**System.out.printf("Enter number of columns: ");**

**int numColumns = scanner.nextInt();**

**if(numRows <= 0 || numColumns <= 0){**

**throw new IllegalStateException("Invalid number of rows or columns");**

**}**

**int[][] x = new int[numRows][numColumns];**

**System.out.printf("Enter %d \* %d elements of matrix row-wise:%n", numRows, numColumns);**

**for(int r = 0; r < x.length; r++){**

**for(int c = 0; c < x[r].length; c++){**

**x[r][c] = scanner.nextInt();**

**}**

**}**

**return x;**

**}**

**private static int[][] addMatrix(int[][] x, int[][] y){**

**if(x.length != y.length || x[0].length != y[0].length)**

**throw new IllegalArgumentException("Array dimensions are not equal");**

**int[][] m = new int[x.length][x[0].length];**

**for(int r = 0; r < x.length; r++){**

**for(int c = 0; c < y[r].length; c++){**

**m[r][c] = x[r][c] + y[r][c];**

**}**

**}**

**return m;**

**}**

**}**

Laboratory Tasks

1.Write a Java program that prompts for and reads a 3\*4 integer array **row-wise**. It then computes and

displays the sum of the even integers in the array. Use appropriate loops and only the **main** method

in your solution.

Sample program run:

![](data:image/png;base64,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)

2. Write a private static method **linearSearch2D** that takes a 2D integer array and an integer value to

be searched in the array. The method returns the row and column indexes of the first element in the

array that equals to the search value (Note: search the array **column-wise**). If the search is not

successful, the method returns -1 and -1 for the row and column index [Use a two element integer

array to return the two indexes].

Write a main method to test the **linearSearch2D** method. Use the dimensions 4 \* 3 for your

2D-array.

Sample program runs:

|  |
| --- |
|  |
|  |
|  |

3. The correct answers to a 5 question true/false test are: T T F F T. Write a Java program that

initializes a 1D **char** array with the correct answers, and a 2D **char** array of size 6 \* 5 with the

following 6 student answers:

T F T T T

T T T T T

T T F F T

F T F F F

F F F F F

F T T T F

The program then passes these two arrays to a method **getGrades** that returns the grades of the six

students in a 1D integer array. The main method finally displays the grades of the six students.

Assuming that each question is worth 5 points, the output, in the **main** method, is:

![](data:image/png;base64,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)

4. Each line of a text-file **grades.txt** contains a student ID and his grades in **5** quizzes:

|  |
| --- |
| 9001230 80.0 90.0 70.5 100.0 60.0  9001232 98.0 85.0 100.0 99.0 89.0  9001234 90.0 72.0 0.0 78.0 98.0  9001236 85.0 72.5 95.0 75.0 64.5  9001238 67.0 11.0 28.0 89.5 85.0 |

Given that the number of students is **5**, write a Java program that reads the data from **grades.txt** into an integer 1D-array of student IDs and the corresponding quiz grades in a parallel 2D-array of type **double**. The program then calls the method **studentAverages** that receives the 2D array of grades and returns a 1D-array containing the average of each student. The main method finally prints an output in the format:

**ID Quiz Average**

9001230 80.1

9001232 94.2

9001234 67.6

9001236 78.4

9001238 56.1

Note:

* Your program must use appropriate loops.
* Your program must be general; it must work for any text-file with the above format.
* The **studentAverages** method must not contain **input** and **output** statements.